# 통합 에이전트 구축 언어를 지원하는 지능형 에어전트 셀의 개발 

장 혜 진

## 요 약

여러 종류의 기존의 다중 에이전트 프례임왹들(multi-agent frameworks)이 애이전트의 지적인 눙력의 표현을 위하여 고 수준의 지식 표현 언어를 지원한다. 하지만 그둘의 에이전트 프로그래밍 인터페이스는 지식 표현 언어 뿐 아니라 어떤 다른 범융의 프로그래밍 언어들의 사용을 요구한다. 일반적으로 고수준 지식 표훤 언어와 범용의 프로그류밍 언어간에는 언어의 수준 및 자료 표현 모델에 있어서 상당한 차이가 있으며, 그런 차이는 지능헝 에이전트읙 개발에 필요한 요소들익 결합에 관련된 문제점들올 발생시킨다. 본 논문은 그런 문제점들의 극복을 위해 개발한 새로운 유형의 지능형 에이전트 녤 $\operatorname{INAS}(I N t e l l i g e n t ~ A g e n t ~ S h e l l) ~ ㅂ ㅕ ㅈ ㅓ ㄴ ~ 2 ㅇ ㅖ ~ ㄷ ㅐ ㅎ ㅏ ㄴ ~ ㄱ ㅓ ㅅ ㅇ ㅣ ㄷ ㅏ . ~ ㅈ ㅣ ㄴ ㅡ ㅇ ㅎ ㅕ ㅇ ~ ㅇ ㅔ ㅇ ㅣ ㅈ ㅓ ㄴ ㅌ ㅡ ㅇ ㅢ ~ ㄱ ㅐ ㅂ ㅏ ㄹ ㅇ ㅡ ㄹ ~ ㅇ ㅟ ㅎ ㅏ ㅇ ㅕ ~ ㄱ ㅗ ㅅ ㅜ ㅈ ㅜ ㄴ ㅇ ㅢ ~ ㅈ ㅣ ㅅ ㅣ ㄱ ~ ㅍ ㅛ ㅎ ㅕ ㄴ ~ ㅇ ㅓ ㄴ ㅇ ㅓ ㅇ ㅘ ~ ㅂ ㅓ ㅁ ㅇ ㅛ ㅇ ~$ 프로그래밍 언어를 결합하여 사용해야 하는 기존의 에이전트 프례임웍들과 달리 INAS 버전 2는 그 자체만으로 애이전트들 을 구축할 수 있는 고수준의 퉇합 에이전트 구축 언어를 지원한다. 따라서 INAS 버전 2 률 사용한 지능형 에이전트의 개발 은 지능형 에이전트의 개발에 펼요한 요소들의 결합에 관련된 기존의 예이전트 프레임웍둘의 문제점들을 격지 않는다. 몇 종류의 지능형 예이전트들의 개발을 통하여 INAS 버전 2 의 붕합 에이전트 구축 언어가 지능혛 에이전트들의 개발에 효과적 임을 경험할 수 있었다.
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#### Abstract

There are many kinds of multi-agent frameworks which support the high-level knowledge representation languages for providing intelligence to their agents. But, the agent programming interfaces of the frameworks require to use some general-purpose programming languages as well as the knowledge representation languages. In general, knowledge representation languages and general-purpose programming languages are different in their levels and data representation models. The differences can make the problems about the coupling of the elements which are necessary for developing intelligent agents. This paper describes a new type of intelligent agent shell INAS(INtelligent Agent Shell) version 2 which has developed to cope with the problems. Unlike the previous agent frameworks, INAS supports a high-level integrated agent building language for building intelligent agents by itself. Therefore, the development of inteligent agents by using NAS version 2 does not suffer from the problems of the previous agent frameworks. Through the development of several intelligent agents, we experienced that the agent building language of $\mathbb{N} A S$ version 2 could reduce the difficulties of developing intelligent agents.
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## 1. 서 튼

에이전트 시스탬온 인공 지능, 데이터 통신, 병렬 시 스템 연구, 로봇 연구 그리고 사용자 인터패이스 설계 둥의 다양한 분야의 연구 개발자들에게 점차 중요한 주제가 되고 있으며, 많은 에이전트 연구 개발자들에 게 지적 능력은 에이전트들이 가져야 하는 중요한 톡 성으로 인식되고 있다[1]. 에이전트 시스템이 지적 능 력을 갖는다면 바람직할 것이다. 에이전트 시스톔이 지적 능력을 갖게 되면, 에이전트 시스템을 구성하는 자원들을 보다 효과적으로 이용할 수 있으며, 에이전 트 시스템에게 주어진 문제들에 대하여 보다 옵퉁성 있는 문제 해결 능력을 제공할 수 있을 것이다. 또한 사용자예게 보다 편리한 사용자 인터폐이스를 졔공할 수도 있을 것이다.

지능형 에이전트 프레임웍(intelligent agent framework) 또는 지능형 예이전트 뉼(intelligent agent shell) 은 지능형 에이전트 시스템들의 구축에 필요한 여러 가지 요소들을 잘 규정된 어떤 형태로 제공하여 고품 질의 지능형 에이전트 시스템의 구축에 필요한 노력과 시간을 감소시키기 위한 시스템이다. 지능형 에이전트 프레임웍 또는 지능형 에이전트 넬의 도움을 받지 않 고 지능형 에이전트 시스템을 구축한다면 에이전트 퉁 신 언어, 사용자 인터페이스, 추론 연진 둥을 설계하고 구현하기 위하여 많은 시간과 노력이 필요할 것이다. 또한 결과적으로 구축된 지눙형 에이전트 시스템의 품 질이 만족스럽지 않올 수도 있을 것이다.

지능형 에이전트 시스템들에계는 에이전트간 통신 기능이나 에이전트 생명 주기 관리 기능과 같은 다중 에이전트 시스템 관련 고유 기능들 뿐 아니라 지적인 행위를 할 수 있는 능력이 요구된다. 지적인 능력을 제공하기 위한 전통적이며 자주 사용되고 있는 방법들 중의 하나는 광의의 지식 표현 언어를 사용하는 것이 라고 할 수 있다. 예를 들어, 규칙 기반 시스템들은 경 험적 지식얄 표현하기 위하여 규칙들을 사용하며, 계 획 수립기둘은 계획 수립을 위한 다양한 중류의 고수 준의 연산자들을 사용한다. 여러 종류의 기존의 에이 전트 프레임웍들이 지적인 능력의 제공을 위하여 논리 나 생성 규칙과 같은 고수준의 지식 표현 언어를 사용 하고 있다.

지식 표현 언어와 범용 프로그래밍 언어간예는 언어 의 수준 및 자료 표헌 모델에 있어서 상당한 차이가

존재한다. 지식 표현 언어는 심벌(symbol), 사실, 중첩 리스트(nested list)와 같은 고수준의 자료 구조들의 직 접적인 표현을 지원하지만 범용 언어들온 문자열, 구 조체, 포인터와 같은 상대적으로 저수준의 자료 표현 방식을 사용한다. 또한 지식 표현 언어는 일반적으로 인터프리터의 방식이지만 범용 언어들은 대개 컴파일 러 방식을 사용한다. 따라서, 고수준의 지식 표현 언어 뿐 아니라 $\mathrm{C} / \mathrm{C}++$ 언어나 Java 언어와 같온 범용의 프 로그래밍 언어의 사용을 함께 요구하는 에이전트 개발 인터페이스를 졔공하는 기존의 지능형 예이전트 프레 임웍들은 다음과 같은 문제점둘을 갖는다.

- 범용 프로그래밍 언어의 사용을 요구하는 기능들을 사용하려면, 새로운 에이전트 시스템을 개발할 때마 다, 프로그램을 작성하여 컴파일하고 에이전트 통신 라이브러리나 추론 엔진 라이브러리와 결합(link)하 는 과정올 반복해야 한다. 이런 과정은 간단한 에이 전트를 개발하는 동안에도 여러 번 반복될 수 있다.
- 고수준 지식 표현 언어의 사용이 필요한 경우에는, 지능형 에이전트 시스템을 완성하려면 범용 프로그 래밍 언어를 이용한 프로그래밍 뿐 아니라 추론 엔 진이나 계확 수립기 모듈에 의헤 사용둴 지식 베이 스의 프로그래밍이 추가적으로 펼요하다.
- 교수준 지식 표현 언어와 범용 프로그래밍 언어와 는 언어의 수준 및 자료 표현 모댈에 상당한 차이 가 있으므로 두 언어들의 결합에 관련된 문제가 발 생할 수 있다. 이 문제는 데이터베이스 분야에서 SQL 과 같은 고수준 질의 언어와 범욤 호스트 언어 간의 결합에 관련된 문제인 임피던스 볼일치(impedance mismatch) 문제[2]에 비유둴 수 있다.

INAS는 현재 버전 2까지 개발되었다. 본 논문의 저 자들은 버전 1 의 INAS의 개발 및 그것을 사용한 지능 형 에이전트들의 개발 경험[3]을 통하여 위와 같은 문 제점들을 경험하였으며 그런 경험을 반영하여 INAS 버전 2 룰 개발하였다. INAS 버전 1 과 2 의 가장 큰 개 념적 차이점은 에이전트 개발 인터패이스에 있다. 버 전 1 의 개발 인터폐이스는 기존의 에이전트 프레임웍 들과 마찬가지로 범용 프로그래밍 언어와 지식 표헌 언어를 결합하여 사용하는 것을 요구하지만, 버전 2 는 고수준의 퉁합 에이전트 구축 언어만을 이용한 에이전 트의 개발을 지원한다. 즉, 버전 2 는 수준과 자료 표현 모델이 다른 두 언어의 결합예 관렬된 문제점들을 겨

지 않는다. 그 문제점돌온 버전 1 의 INAS 만이 갖는 특수한 문제점들이 아니라 고수준의 지식 표현 언어와 범용 언어를 결합하여 사욤해야 하는 기존의 지능형 에이전트 프레임웍들이 갖는 일반적인 문제점들이라고 할 수 있다.

본 논문은 위와 같은 문제들을 극복하기 위한 방안 으로 설계되고 구현된 붕합 에이전트 구축 언어를 지 원하는 INAS 버전 2 의 개발예 대한 것이다. INAS 버 전 2 의 에이전트 구축 언어를 사용하면 지식 표현 기 능 뿐 아니라 에이전트 관련 고유 기능들 및 기타 기 능들을 통합적으로 표현하는 것이 가능하므로 새로운 지능형 에이전트를 효과적으로 구축할 수 있다. 즉, 에 이전트 구축 언어로 작성된 확장된 의미의 지식 베이 스들올 구축하는 것만으로 새로운 지능형 에이전트 시 스튐을 구축할 수 있다. INAS 버전 2 의 에이전트 구 축 언어는 고수준이며, 인터프리터 방식을 사용하며, 확장된 지식 표현 언어의 형태룰 갖는다. 지능형 에이 전트 시스템을 개발하기 위한 전용의 통합 에이전트 구축 언어의 설계와 구현에 대한 연구 결과들은 아직 충분하지 않다고 사료된다.

본 논문은 다음과 같이 구성된다. 제 2장에서는 관 련 연구들에 대하여 다룬다. 제 3장에서는 INAS가 지 원하는 지능형 에이전트 구축 언어에 관련된 구조와 알고리즘 둥을 다룬다. 제 4장에서는 INAS의 활용에 대한 내욤을 다룬다. 제 5장에서는 결론을 맻는다.

## 2. 관련 연구

다중 에이전트 시스템의 효과적인 구축의 지원 및 이론적 탑색을 위하여 다양한 에이전트 프례임웍들이 연구되고 있다[4]. 본 장에서는 다중 에이전트 프래임 웍들에서의 고수준의 지식 표현 언어의 지원에 관련된 내용들올 중심으로 기존 연구들올 점토한다.

에어전트 프레임웍들은 고수준의 지식 표현 언어룰 지원하는 것들과 그렇지 않은 것들로 분류될 수 있다. 지식 표현 언어를 지원하는 기존의 에이전트 프레임웍 들에는 ABE (Agent Building Environment)[5], EMAF (Extensible Multi-Agent Framework)[6], OAA(Open Agent Architecture)[7], DYNACLIPS[8], AGENT_CLIPS [9], 그리고 KAPICLIPS[10] 둥이 존재한다. ABE 는 규 칙 기반 추론 기능을 제공한다. EMAF와 OAA는 논리 기반의 선언적 형태의 에이전트간 통신 언어롤 제공한

다. DYNACLIPS, AGENT_CLIPS, 그리고 KAPICLIPS 는 생성 규칙을 사용한다. 고수준 지식 표현 언어를 지원하는 기존의 에이전트 프레임웍들은 지식 표현 언 어를 사용하여 지적인 능력을 표현할 수 있다는 장점 을 갖지만 에이전트 통신이나 사용자 인터페이스 둥의 개발을 위하여 지식 표현 언어 이외의 범용의 언어들 을 함께 사용해야 하므로 고수준 지식 표현 언어와 범 용 프로그래밍 언어의 결합에 관련된 문제점들을 갖고 있다.
INAS 버전 1 과 2 는 모두 CLIPS(C Language $\ln -$ tegrated Production System)[11]의 추론 엔진을 휼용 하여 규칙 기반 추론 기능올 제공한다. CLIPS롤 활용 한 이유는 CLIPS가 공개되어 있으며, 높온 성능 및 학 장성을 제공하기 때문이다. CLIPS를 활옹하는 기존의 지능형 예이전트 프레임웍들에는 DYNACLIPS, AGENT CLIPS, KAPICLIPS 그리고 JESS(Java Expert System Shell)[12]둥이 있다. DYNACLIPS는 SunOS 플랫 폼에서 운영되며, 블랙보드(blackboard) 구조를 통해 여 러 예이전트들간의 협동을 제어한다. AGENT_CLIPS 는 인터넷상에서 동작되는 지능형 에이전트룰 구현하 기 위한 시스템이다. AGENT_CLIPS는 기존의 CLIPS 에 뉴스 서버와 옙 서버를 연결할 수 있는 기눙을 추 가한 것이다. AGENT_CLIPS를 이용하면 뉴스 그륩과 웹 페이지를 검색할 수 있는 지능형 에이전트롤 쉽게 개발할 수 있다. KAPICLIPS는 CLIPS의 옹용 프로그 래밍 인터패이스를 확장하여 가장 대표적인 에이전트 간 통신 언어인 KQML(Knowledge Query and Manipulation Language)[13]욜 지원한다. JESS는 C 언어로 구현된 CLIPS의 핵심 모듈돌을 Java 언어로 다시 구 현한 것이다. JESS는 다중 에이전트 환경올 직접 지원 하는 기능둘을 재공하고 있지 않지만 애플릿(applet) 형태의 지능형 에이전트들을 개발하는데 사용될 수 있 다는 톡징을 갖는다.
앞에서 언급한 CLIPS롤 활용하는 기존의 지능형 에 이전트 프레임웍들과 INAS 버전 2 의 차이점들은 다음 과 같다. 첫째, KAPICLIPS률 제외한 기존의 다른 시 스탬들은 고수준이며 계층화된 형태의 메시지를 사용 하는 에이전트 통신 명령들을 제공하지 않는다. 둘째, 다른 시스뎀들은 INAS와 달리 표준화된 에이전트 참 조 모델을 고려하여 설계되지 않았다. INAS는 버전 1 부터 에이전트 기술의 표준화률 위혀 활동하는 대표적 인 기구의 하나인 FIPA(Foundation for Intelligent

Physical Agents)의 애이전트 참조 모델[14]율 사용하 고 있다. 에이전트 참조 모델은 에이전트들이 존재하 고 활동하는 환경 및 기준을 제공한다. 셋쩨, 다른 시 스템들은 INAS 버전 2 와 달리 통합 에이전트 구축 언 어룰 제공하지 않으므로 $\mathrm{C} / \mathrm{C}++$ 언어와 지식 표현 언 어의 결합에 관련된 문제점들올 갖는다. 즉, CLIPS를 활용하는 기존의 다중 에이전트 프레임웍들에서는 새 로운 에이전트를 작성할 때마다 새로운 지식 베이스를 구축하고 C 언어 둥으로 작성된 코드들을 작성해야 할 뿐 아니라 지식 베이스와 C 코드들의 결합을 고려해야 한다. INAS 버전 2 에서는 C 언어로 작성된 함수룰 NAS 버전 2 가 지원하는 에이전트 구축 언어의 내장 핱수로 만둘어야 하는 경우를 제외하고는 통합 에이전 트 구축 언어만올 사용하여 새로운 에이전트 시스템욜 구축할 수 있다.

지능형 에이전트 프레임웍이라는 용어는 지능형 에 이전트 시스탬을 구현하는 데 필요한 다양한 요소들을 갖추어 제공하는 틀이라는 의미로 사용된다. 에이전트 넬이란 용어는 에이전트 프레임웩의 의미에 포함되는 의미롤 갖는다. 하지만, 에이전트 샐이란 용어는 에이 전트 프래임웍의 의미 뿐 아니라 에이전트 옹용 영역 에 관련된 내용만을 채우면 새로운 옹용 에이전트률 완성할 수 있도록 준비된 시스템이란 세부적인 의미률 반영한다고 할 수 있다.
고수준의 지식 표현 언어를 지원하는 기존의 에이전 트 프레임웍들온 그렇지 않온 에이전트 프레임윅들에 비하여 지적인 능력을 부여하는 데 유리하다. 하지만, 버전 1의 INAS 시스톔을 비롯한 고수준 지식 표현 언 어를 지원하는 기존의 다중 에이전트 프래입웍들은 서 론에서 언급한 문제점들을 갖고 있다. INAS 버전 2는 그런 문제들을 극복하기 위한 대안으로 통합 에이전트 구축 언어를 지원하므로 새로운 유형의 지능형 에이전 트 프레임웍이라고 할 수 있다.

## 3. INAS

지능형 에이전트란 센서(sensor)를 통하여 외부 환 경욜 인지하고 내부적인 지적 판단에 의해 적절한 이 폑터(effector)를 선정하여 환경에 대한 합리적인 동작 올 수행하는 시스템이라고 정의될 수 있다[15]. INAS 버전 2 의 에이전트 구축 언어를 이용하면 그래펵 사용 자 인터페이스를 통한 사용자로부터의 직접적인 명령

이나 다른 애이전트로부터의 매시지 둥으로부터 외부 환경율 인지하고, 수행 결과의 화면 출력이나 다른 에 이전트의 질의 메시지에 대한 옹답 메시지 송신 등을 통하여 외부 환경에 대한 동작울 수행하는 지능형 에 이전트률 개발할 수 있다. 적절한 이펵터의 선정을 위 한 지적 판단 과정은 생성 규칙 동으로 표현될 수 있다.

### 3.1 INAS의 시스템 구조 및 수행 환겸

(그림 1)온 INAS 버전 2 의 시스템 구조 및 그것울 이용하여 개발된 에이전트 시스탬의 수행 환경을 보여 준다. (그림 1)의 좌축 하단부의 커다란 박스가 INAS 룰 나타낸다.

(그림 1) INAS의 시스탬 구조 및 지능형 에이전트 수행 환경

INAS를 구성하는 핵심 모듈은 에이전트 구축 언어 인터프리터(agent building language interpreter) 모듈 과 에이전트 통신 모듈(agent communication module), 그래픽 사용자 인터페이스 구축 모듈(GUI building module)이다. INAS는 에이전트 시스템의 개발을 위한 시 스톔이므로, INAS는 예이전트 개발자를 위한 개발자 인터패이스(developer's interface)를 제공할 뿐 아니라, 에이전트 개발자가 개발한 에이전트률 사용할 에이전 트 사용자를 위한 그래픽 방식의 사용자 인터페이스 (user interface)률 제공할 수도 있다. INAS로 개발된 에이전트는 경우에 따라 그래픽 사용자 인터페이스를 갖지 않을 수도 있다.

INAS는 FIPA 에이전트 참조 모델[14]이 규정하는 다중 에이전트 환경에서 동작하며, 시스템 관리를 위

한 관리 에이전트들인 DF(Domain Facilitator), AMS (Agent Management System) 둥을 사용한다. DF와 AMS 는 네트웍 상의 위치와 기능이 잘 알려져 있다고 가정된다. AMS 는 에이전트의 생성, 수행, 소멸과 같은 에이전트 생명 주기(life cycle)를 관리한다. DF 는 옹용 에이전트들의 서비스 기능들이 등록되는 팢이다. 모든 응용 에이전트들은 다른 에이전트들이 자신이 졔공하 는 서비스 기능들율 쉅게 이용할 수 있도록 자신의 서 비스 기능둘을 DF 에게 둥록해야 한다. 서비스 기능들 의 등록은 에이전트간 통신 기능을 이옹하여 동적으로 이루어진다. 에이전트들은 서로 다른 호스트 기계에 존재할 수 있다. 모든 에이전트들은 호스트 이룸과 에 이전트 이름에 의해 서로 구분되어야 한다.

NAS를 이용하여 구축된 웅용 에이전트는 사용자에 의해 직접 수행이 시작되거나 AMS 에게 그 옹용 에이 전트의 수행을 요청하는 메시지를 보내는 방법에 의해 수행이 시작된다. 물론 응용 에이전트들이 수행되기 전에 관리 에이전트들인 DF 와 AMS 는 수행 상태에 있어야 한다. 웅용 에이전트는 수행이 시작되면 자신 을 초기화하고 기본 예이전트 프로그렴들을 적재한다. 기본 에이전트 프로그랩들이란 INAS 벼전 2를 이용하 여 구축한 지능형 에이전트의 수행이 시작될 때 자동 으로 적재되도록 미리 정해져 있는 에이전트 프로그램 들을 의미한다. INAS 수행 파일과 같은 디랙토리에 존 재하는 agentutil.clp 프로그렴과 inas.clp 프로그렘이 기본 예이전트 프로그램돌이다. 기본 예이전트 프로그램 들은 웅용 에이전트의 고유 이름이나 사용 포트에 대 한 지정, 메시지 처리기 함수(message handler function), 그리고 융용 에이전트들예게 공통적으로 필요할 만한 유용한 함수들을 미리 제공하기 위한 것이다. 기 본 에이전트 프로그렴들의 적재가 끝난 웅용 에이전트 는 사용자나 다른 에이전트 시스텸들의 요구의 종류에 따라 필요한 영역 에이전트 프로그램들을 동적으로 적 재하고 수행하여 사용자나 다른 에이전트들애게 자신 의 웅용 영역에 대한 서비스들율 제공할 수 있다. 에 이전트 프로그랩 베이스(agent program base)란 기본 에이전트 프로그램들과 웅용 영역에 대한 프로그램들 이 저장된 보조 기억 장치 공잔을 의미한다.
3.2 에이전트 구축 언어 인터프리터

에이전트 구축 언어 인터프리터는 사실, 규칙, 합수 둥으로 구성된 에이전트 프로그램들올 주기억 장치로

적재하여 수행한다. INAS 버전 2 가 지원하는 통합 에 이전트 구축 언어는 Rete 알고리즘[16]울 사용하는 강 력한 생성 규칙 시스탬인 CLIPS의 기능과 문법을 확 장하여 다중 에이전트 시스템의 구축에 필요한 기능들 을 퉁합하는 방식으로 개발되었다. $\mathbb{N N A S}$ 버전 2의 통 합 에이전트 구축 언어는 반복, 조건 분기, 입출력 둥 의 다양한 제어 구조 및 사실, 객쳬, 생성 규칙과 같은 고수준 지식 표현 명령들 뿐 아니라 다중 에이전트간 통신 명령, 그래픽 사용자 인터패이스 구축 명령 둥을 지식 표현 명령들과 같은 수준에서 지원하도록 설계되 었다.

애이전트 구축 언어 인터프리터의 추론 엔진은 사용 자로부터 직접 입력된 명령들이나 예이전트 프로그램 베이스로부터 적재된 에이전트 프로그램들을 수행한다. 추론 옌진은 에이전트의 현재 상태를 반영하는 사실들 이나 객체들올 저장하는 임시 기억 공간(short-term memory)과 규칙, 사실들에 대한 템풀릿(template), 클 래스, 함수 정의들을 저장하는 장기 기억 공간(longterm memory)을 사용한다. 에이전트 프로그램 베이스 는 보조 기억 장치 공간에 존재하지만 단기 기억 공간 과 장기 기억 공간은 주기억장치 공간에 존재한다. 에 이전트 프로그램 베이스의 에이전트 프로그랩들은 사 용자의 명령 또는 다른 에이전트의 요청에 의해서 뿐 만 아니라, 에이전트 자체의 판단예 의해 수행 중에 동적으로 적재될 수 있다. 에이전트의 수행 중에 생성 되는 사실들이나 객채들온 단기 기억 장소에 저장된다.

### 3.3 INAS의 에이전트 통신 기능

INAS의 통합 에이전트 구축 언어는 고수준이며, 계 충화되었으며, 효율적인 통신 명령들을 제공한다. 에이 전트 톰신 모듈은 관리 에이전트들 및 옹옹 에이전트 들과 지식, 명령 등을 메시지의 형태로 교환하기 위한 기반 기능을 제공한다. INAS 버전 2 의 통신 명령들의 처리를 위한 자료 구조와 알고리즘들은 간결하지만 다 중 쓰레드와 비동기 퉁신과 같온 효과적인 통신 기능 들을 제공하고 있다.

INAS의 예이전트 퐁신 기능의 구조와 알고리즘은 다 중 에이전트 프레임웍인 DCAF(Distributed Collaborative Agent Framework)[19]롤 많은 면에서 참조하고 이용 하였다. 하지만, INAS 버전 2 의 통신 기능들은 DCAF 의 여러 가지 문제점듈을 개선하였으며, INAS 버전 2 는 DCAF 자체보다는 DCAF 가 참조한 FIPA 예이전트

참조 모뗄에 근거률 둔다고 할 수 있다. DCAF와 INAS 의 통신 기능의 차이는 다음과 같다. 첫째, INAS의 통 신 명령들은 DCAF가 제공하는 퉁신 명령들보다 고수 준이며 단순하다. 둘째, INAS의 퉁신 명령들의 내용 계충 인자의 형태는 DCAF 에서의 내용 계충 인자의 형턔보다 제약이 적다. 셋째, DCAF와 달리 INAS 버 전 2 는 안정적인 비동기식 에이전트 통신 기능을 제공 한다. DCAF 는 시간 간격이 긴 비동기 통신을 잘 지원 하지 못한다. 넷째, INAS에서는 수신자 지정의 오류 둥의 이유로 잘못 보내진 메시지의 발견 및 처리가 수 월하다.

NAS의 에이전트간 퉁신 명령들은 완전하지는 않지 만 KQML 언어의 부분 집합을 구현하고 있다. 퉁신에 관련된 핵심적인 요소들은 sendMessage 명령, waitingMessage 명령, 그리고 메시지 처리기 함수 agentMsgHandler이다.

- (sendMessage <receiver> <performative> <content> <reply tag>)
- (waitingMessage <reply tag> <duration>)
- (agentMsgHandler (<performative> <content> <sender> <host> <port> <reply tag>) <handler body>)
sendMessage 명령은 다른 에이전트에게 메시지를 송 신하는 명령이다. <receiver>는 수신 에이전트를 지정하 는 인자이며, <performative>는 메시지의 역할(speech act)을 나타낸다. <performative>의 종류에는 TELL, REPLY, ASKONE 둥이 존재한다. <content>는 실제 로 전달하려는 내용을 담기 위한 인자이다. 다중 에이 전트 환경에서는 여러 에이 전트들이 동시에 여러 메시 지들을 보낼 수도 있고 질의를 위한 메시지돌을 보낸 순서와 그에 대한 옹답 메시지들이 도착하는 순서가 톨려질 수도 있다. 따라서 도착한 웅답 메시지가 어떤 질의 메시지에 대한 웅답 메시지인가를 구분하는 방법 이 필요하다. <reply tag>는 그 구분을 위한 인자이다. 다른 에이전트로부터의 메시지의 수신은 두 경로률 퉁하여 이루어진다. 하나는 메시지 처리기 함수로 수 신하는 방법이고, 다른 하나는 waitingMessage 명령으 로 수신하는 방법이다. 메시지 처리기 합수는 다른 에 이전트들로부터의 일방향 메시지나 질의 메시지들을 수신하여 처리하는 함수이다. 매시지 처리기 함수는 인자로 전달된 수신 매시지의 내용을 분석하여 <performative>의 종류 및 <content>의 내용에 따라 메시

니률 처리한다. 몌시지 처리기 함수로 수신된 매시지들 의 처리 방식믄 몌시지 처리기 함수여 몸체인 <handler body>를 어떻게 프로그래밍 하느냐애 따라 달라진다.

### 3.3.1 지원되는 퉁신 방식들

에이전트 퉁신 모들은 sendMessage 명령, waitingMessage 명령, 그리고 메시지 처려기 합수를 이용하 여 일방향 통신(one-way-type messaging) 및 동기식 통신(synchronous messaging)과 비동기식 통신(asynchronous messaging)율 지원한다. (그립 2)는 에이전 트간 통신 방식들에 대한 그림이다.


일방향 통신이란 다른 에이전트예게 일방적으로 어 떤 메시지룰 보내는 것을 의미한다. 일방향 메시지를 송신한 에이전트는 그 메시지에 대한 웅답 메시지롤 기 다리지 않는다. 일방향 통신 메시지의 송신은 <reply $\mathrm{tag}>$ 의 값으로 NULL 심벌을 사용하는 sendMessage 명령으로 표현된다. 일방향 통신으로 보낸 메시지는 수신 에이전트의 몌시지 처리기 함수의 인자들로 전달 된다.

동기식 통선과 비동기식 퐁신은 양방향 퉁신이다. 양방향 통신은 다른 에이전트에게 어떤 질의를 보내고 그 웅답을 받기 위한 통신의 혛태이므로 양방향 통신 에서 송수신되는 메시지둘을 각각 질의 메시지(query message)와 옹답 메시지(reply message)로 표기한다. 동기식 통신이란 다른 에이전트에게 질의 메시지를 보 내고 옹답 메시지가 올 때까지 기다리는 방식의 통신 을 의미한다. 동기식 퉁신온 NULL 심벌이 아닌 동일한 <reply tag>률 사용하는 sendMessage 명령과 waiting-

Message 명렁을 연속하여 사용하여 표현된다. 비동기 식 통신이란 sendMessage 명령을 사용하여 다른 에이 전트에게 질의 메시지률 보내고 어떤 다론 작업을 수 행한 후 waitingMessage 명령을 수행하여 웅답 몌시 지를 수신하는 방식의 퉁신을 의미한다. 비동기식 통신 의 sendMessage 명령과 waitingMessage 명령도 NULL 이 아닌 동일한 <reply tag>를 사용하여 표현된다.

네트웍 상에 분산된 에이전트들간의 퉁신은 통신 회 선의 속도, 웅답 에이전트의 계산 속도 둥에 따라서 발생하는 지연을 고려하여야 한다. 다중 에이전트 시 스템올 구성하는 에이전트들간의 통신이 순차적이며 동기적으로만 이루어진다면 통신의 효율이 나빠진다. 비동기식 통신은 예이전트간의 통신 효율에 있어서 중 요하다[17].

### 3.3.2 퉁신 명령들의 처리 방식

(그립 3)은 INAS의 애이전트 통신 모듈이 퉁신 명 렿들을 처리하기 위한 구조률 보여준다. 다중 애이전 트 환경에서는 여러 에이전트들이 동시에 메시지들을 보낼 수 있으므로 그런 경우에 대처하기 위하여 몌시 지 처리기 함수는 새로운 메시지를 받을 때마다 셰로 운 쓰래드(thread)의 형태로 수행되도록 설계되었다. 즉, 다른 에이전트들이 보낸 질의 메시지나 일방향 메 시지 각각에 대하여 메시지 처리기 함수가 별개의 쓰 레드로 수행된다.

(그림 3) 통신 명령듈의 처리 구조

다른 예이전트에게 질의 메시지를 보내고 웅답 메시 지를 수신하는 과정예는 태그/메시지 태이블(tag/message
table)과 수신 메시지 관리자(received message manager) 가 사용된다. 태그/메시지 테이뷸은 태그 필드와 수신 매시지블 저장하기 위한 메시지 푤드로 구성되는 태그 /메시지 래코드들을 저장한다. 태그 펼드가 례코드들의 검색울 위한 키(key) 펼드의 역할을 한다. 수신 메시지 관리자는 태그/메시지 테이블을 이용하여 수신된 메시 지들을 waitingMessage 명령이나 메시지 처리기 함수 로 분배혀는 역할을 수행한다.

NULL 심벌이 아닌 값을 <reply tag> 인자로 사용 하는 sendMessage 명령은 메시지률 송신하기 전에 내 부적으로 새로운 태그/메시지 래코드률 태그/메시지 태이블에 삽입한다. 그 레코드의 태그 필드와 메시지 풜드에는 각각 <reply tag>와 빈 문자열(null string) 이 기록된다. (그림 4)는 sendMessage 명렁의 알고리 즘이다.

```
Algorithm sendMessage
Ingut: receiver ageat F , performative p , content \(c\), tag \(t\)
Output: SUCCESS or ERROR
begin
    make a message string using \(r, p, c\), and \(t\);
    if ( \(t\) : = NUL)
        begin
            if there already exists a record whose tag field contains \(t\) in the
                tra/message table)
                retum ERROR; /* already used tag */
            insert the record <t, null> into the tag/message table;
        end
        send the message string to the agent \(r\);
        return SUCCESS;
and
```

(그림 4) sendMessage 명령의 알고리즘

질의 메시지률 보낸 예이전트의 수신 메시지 관리자 는 웅답 메시지가 도착하면 태그/메시지 테이블을 참 조하여 웅답 메시지의 태그와 같은 태그 필드 값을 갖 는 태그/메시지 레코드의 메시지 필드에 응답 메시지 률 기록하고 대기 상태의 waitingMessage 명렿을 깨 우기 위한 이뻰트를 발생시킨다. waitingMessage 명령 은 수행이 시작되면 태그/메시지 톄이블을 참조하여 자신의 인자로 사용된 <reply tag>와 같온 태그 필드 값을 갖는 태그/메시지 레코드의 메시지 필드의 값을 읽는다. 만일 그 값이 빈 문자열이 아니라면 웅답 매 시지가 도착한 것이므로 태그/메시지 테이블의 해당 레쿄드를 삭제한 후 웅답 메시지의 문법 검사를 수행 하고 문법에 오류가 없으면 웅답 매시지를 반환한다. 만일 메시지 펼드의 값이 빈 문자열이면 waitingMessage 명령은 대기 모드로 들어간다. 대기 모드로 들

어간 waitingMessage 명령은 인자로 주어진 <duration> 에 해당하는 시간만큼 시간이 지나거나 수신 메시지 관리자에 의혜 옹답 몌시지가 수신되었다는 이벤트를 받으면 활성화된다. 대기 모드의 waitingMessage 명령 을 깨우기 위해서 내부적으로 이밴트 메커니즘이 이용 된다. (그림 5)는 waitingMessage 명령의 알고리즘이다.

```
Algorithm waitingMessage
Inpuat tag t, duration d
Output: message string or ERROR
begin
    c:= get the current time;
    r := get a record whose tag field contains t from the tag/message table;
    if (r does not exist) retum ERROR; /* mismatched tag */
    if (r.message == null) /* the reply message does not arrive yet */
        begin
            wait for the event on the arrival of the message with tag t till
            time c+d
            m}:= get the value of the message field of r
            delete r from the tag/message table;
        end
    return m;
end
```

(그림 5) waitingMessage 명령의 알고리즘

다른 에이전트가 <reply tag>나 <receiver> 인자률 잘못 지정하여 sendMessage 명령을 사용하는 경우가 존재할 수 있다. 그런 경우에 대비하여, 메시지 처리기 합수는 태그 값이 NULL인 메시지 뿐 아니라 태그/메 시지 테이블에 없는 태그 값을 갖는 메시지도 수신하 도록 설계되었다. 잘못 전달된 메시지는 메시지 처리 기 함수에서 몌시지 반송 둥의 방법으로 처리될 수 있 다. 태그/메시지 테이볼의 레코드의 수는 질의 메시지 를 보냈으나 아직 웅답 메시지가 수신되지 않은 경우 들의 수와 같게 유지된다.

### 3.3.3 통신 명령의 구조

NAS가 제공하는 통신 명렿들은 표준 에이전트 통신 언어인 KQML[13]에서와 마찬가지로 통신 계충(communication layer), 메시지 계층(message layer), 내용 계충(content layer)으로 구성된 계충화된 구조를 가진 다. 통신 계층은 <receiver>나 <reply tag> 값과 같은 통신 파라미터들을 기술하는 충이다. 매시지 계층은 TELL, ASKONE, REPLY 둥의 <performative> 인자 의 값을 기술하는 충이다. 내용 계층온 실제로 전달하 고자 하는 내용이 기술되는 계충이다. 통신 명령의 구 조률 계충화하는 것은 구현의 편리 및 의미의 명확성 올 확보하는 데 필요하다. (그립 6)은 OIA라는 에이전

트예계 id가 6636인 사람의 이름이 무엇인가률 짚의하 는 예제 퉁신 명령을 이용허여 퉁신 명령의 계충 구조 를 보여준다. 에이전트 OIA는 이 메시지에 대한 웅답 으로 <perfomative>가 "REPLY"이고 <reply tag>가 "tag1"인 움답 메시지률 보녈 것이다.

(그림 6) 계충화된 구조의 통신 명령

### 3.3.4 기타 사항

INAS 버전 2는 KIF(Knowledge Interchange Format [18]와 같은 특정한 내용 계충 언어를 사용하지 않으며, 중첩이 가능한 일반적인 리스트(general list)라 는 형태적 조건만올 요구한다. 하지만, 봉신 명령들은 계층화된 구조를 가지므로 KIF 와 같은 특정한 내용 계충 언어룰 추후에 쉽게 도입할 수 있다.
sendMessage 명령과 waitingMessage 명령은 효율 적이며 다양한 방식의 통신올 지원하지만 그대로 사용 하기에는 번거로운 경우가 있다. INAS의 에이전트 구 축 언어는 기존의 함수둘을 조합하여 새로운 사용자 함수를 정의할 수 있는 기능을 제공하므로 sendMessage 명령과 waitingMessage 명령을 조합하여 보다 고수준의 동신 명령들을 정의할 수 있다. 예률 들어 DF 나 AMS 같은 관리 에이젙트들과 시스템 관리 차 원의 관례적인 메시지들올 주고받는 경우, 그 절차를 하나의 고수준의 통신 명령으로 정의한다면 편리할 것 이다. 또한 일방혐 퉁신이나 동기식 풍신의 전쳇 표정 을 각각 하나의 고수준의 명령으로 정의합 수씼다 NAS의 기본 에이전트 프로그렴인 agentutil.clp/f든 일 방향 통신올 위한 (tell <receiver> <content>) 명령이 4 동기식으로 질의 몌시지률 보내고 옹답 嘎시지를 반환하는 (syncAsk <receiver> <content> <duration>) 명령 둥어 사용자 정의 함수로 정의되어 있다.

INAS는 MS Windows 환경에서 개발되었으며, 에 이전트 통신 모듈은 통신 프로토콜로 TCP/IP률 사용 한다. INAS 벼전 2睢 수행하면 (그림 7)과 같은 창 (window)이 나타난다. 그 창은 에이전트 구축 언어로 작성된 에이전트 프로그램들을 적재하여 수행하거나

오류를 검사하기 위한 에이전트 개발자 인터패이스 기 능을 게공한다.

(그림 7) INAS 버전 2의 초기 화면

## 3.4 그래픽 사용자 인터폐이스 구축 기능

그래픽 사용자 인터패이스를 필요로 하는 에이전트 시스탭이 존재한다. INAS 버전 2 는 그래픽 방식의 사 용자 인터페이스의 구축을 지원하기 위하여 창, 버튼, 체크박스(check box), 슬라이더(slider) 둥의 그래펵 사 용자 인터페이스 구성 요소들을 생성하는 명령들을 제 공한다. INAS 버전 2 의 그래픽 사용자 인터페이스 구 축 지원 기능들은 wxWindows 시스템[20]을 이용하여 구현되었다. wxWindows 시스템은 X-Window, MS Windows 등의 다양한 윈도우 시스템들에 이식될 수 있는 그례픽 사용자 인터폐이스 생성 도구이다. (그림 8)은 INAS 버전 2가 제공하는 그래픽 사용자 인터페

(그림 8) INAS 버전 2의 그래픽 사용자 인터패이스 구축 기능의 예

이스 구축 명령들로 생성한 예제 창들이다.
3.5 에이전트 구축 언어의 동합성 및 확장성

INAS 버전 2는 지능형 에이전트들의 구축에 필요한 모든 기능들을 퉇합된 에이전트 구축 언어의 형태로 지 원한다. 또한 INAS 버전 2가 제공하는 지능형 에이전 트의 구축에 필요한 여러 기능들은 서로 밀접히 결합 둴 수 있다. 예를 들어, 생성 규칙의 행위 부분(action part)에서 에이전트간의 퉁신 명령들을 호출하여 지식 을 다른 에이전트에게 전달할 수 있다. 사용자 정의 함수나 메시지 처리기 함수에서 수신된 질의 메시지에 웅답하기 위해 에이전트 프로그렴 베이스로부터 필요 한 에이전트 프로그램들을 동적으로 적재하거나 추론 을 시작시킬 수도 있다.
INAS 버전 2 의 에이전트 구축 언어는 확장성울 갖 는다. 에이전트 구축 언어가 제공하는 기존의 내장 합 수들을 조합하여 새로운 사용자 정의 함수를 정의할 수 있으며, 기존의 함수들의 조합으로 불충분한 경우 에는 $\mathrm{C} / \mathrm{C}++$ 언어로 정의된 함수룰 에이전트 구축 언 어의 새로운 내장 함수로 둥록할 수 있다. 새로운 내 장 함수률 둥록하는 경우에는 컴퐈일 및 링크 작업이 필요하다. INAS 버전 2가 지원하는 에이전트 구축 언 어는 문자열 처리 합수들 및 파일 입출력 함수들을 비 롯한 다양한 함수들을 지원하므로 새로운 내장 함수가 필요한 경우는 그리 많지 않다.

## 4. INAS의 활용

실용적 분야에서의 INAS 버전 2의 활용 사례는 두 가 지가 있다. 그것들은 예이전트 기반 위크풀로우(workflow) 시스템에서의 자동 결재선 지정올 위한 MASAS (an intelligent Multi-Agent System for Approval Scheduling) 시스템[21]과 인터넷 정보 제어 및 분류를 위 한 다중 에이전트 시스템[22]에서의 지능형 에이전트인 MA(Meta Agent)이다.

MASAS를 구성하는 에이전트의 하나인 ASA(Approval Scheduling Agent)는 졀재 단계에 대한 스케줄 을 작성하는 지능형 에이전트이다. 예이전트 ASA는 사용자 인터페이스 에이전토 둥의 다른 에이전트들로 부터 졀재 스케줄의 작성을 요청하는 메시지롤 받으면, 결재 조건들(예를 들어, 최종 결재가 5 일 이내에 이루 어져야 한다는 조건)올 확인하고 결재에 관련된 자신

의 지식베이스률 사용하여 졀재 단계률 결정한다. 그 결정 과정애는 조직 정보 에이전트, 개인 일정 정보 에이전트와 교신하여 결재에 필요한 부수적 정보를 수 집하는 작업이 포합된다. MASAS 시스톔은 두가지 버 전이 개발되었다. 초기 버전의 MASAS[3]는 버전 1 의 INAS로 개발되었으며, INAS 버전 2가 개발이 마무리 되기 직전에 INAS 버전 2 의 검사를 겸하여 MASAS 버전 2가 개발되었다[21]. MASAS 버전 1 과 2 는 기능 면에서는 유사하지만 버전 1 은 $\mathrm{C} / \mathrm{C}++$ 언어와 지식 표 현 언어를 결합하여 개발되었으며 벼전 2 는 퉁합 에이 전트 구축 언어로 개발되었다는 점에서 다르다.

MA(Meta Agent)는 인터넷상의 HTML 문서들의 분 야(예를 들어, 스포츠 분야, 의학 분야)와 위험성(예률 들어, 폭력성, 음란성) 수준을 자동적으로 분류하기 위 한 지능형 에이전트이다. MA는 데이터베이스 에이전 트, 사용자 인터페이스 에이전트 등의 다른 에이전트 들과 교신하여 협둥하도록 설계되었다. MA는 정보 검 색 분야의 고전적인 알고리즘들을 표현하는 함수들과 규칙으로 표현된 경험적 지식들올 사용한다. 정보 검 색에 관련된 함수들의 예로는 불용어(stoplist) 처리 함 수, 스톄밍(stemming) 함수들이 있다. 그런 함수들은 INAS 버전 2 에 새로운 내장 함수 또는 사용자 정의 함수들을 정의함으로써 구현할 수 있었다. MA는 현재 시제품의 형태로 구현되었지만, 실용적인 문서 자동 분류에 대한 가능성을 보여주고 있다. MA는 INAS 버 전 2 가 정보 검색 분야와 같은 복잡한 웅용 분야에도 효과적으로 사용될 수 있음을 보여준다.

본 논문의 저자둘은 INAS 버전 2 를 사용한 몇 가지 지능형 에이전트들의 개발올 퉁하여 통합 에이전트 구 축 언어 방식의 에이전트 개발 인터페이스가 효과적임 을 경험할 수 있었다. 그 근거는 다음퐈 같다. 첫째, 퉁합 에이전토 구축 언어률 이용하현 대부분 $\mathrm{C} / \mathrm{C}++$ 언어의 코딩 작업이 거의 필요하지 않았다. 둘쪠, 따라 서 $\mathrm{C} / \mathrm{C}++$ 언어와 지식 표현 언어의 결합에 퐌련된 문 제점돌을 고려할 필요가 없었다. 셋제, NAS 버전 2의 에이전트 구축 언어는 지식 표현 언어 수준의 고수준 언어이므로 같은 내용을 $\mathrm{C} / \mathrm{C}++$ 를 사용하여 표현할 때 보다 작성해야 하는 코드의 크기가 감소한다.

## 5. 결 른

지능형 에이전트 시스탬들의 개발을 위하여 고수준

의 지식 표혐 언어 뿐 아니라 범용 프로그래밍 언어를 함꾜 사용해야 하는 기존의 에이전트 프레임윅들온 지 식 표현 언어와 범용 프로그례밍 언어간의 수준 및 자 료 표현 모델의 차이에서 유래되는 문제점들을 갖고 있다. 본 논문온 그런 문제점들을 극복하기 위한 대안 으로 개발된 통합 에이전트 구축 언어를 지원하는 새 로운 유형의 지능혐 에이전트 낼의 설계와 구현율 논 하였다.

INAS 버전 2 는 다양한 분야의 지능형 에이전트 시 스템들을 효퐈적으로 구축할 수 있도록 설계되고 구현 되었다. 그 근거는 INAS 버전 2 의 에이전트 개발 인 터폐이스가 퉁합 에이전트 구축 언어를 제공하는 방식 이라는 점에 있다. 첫째, 통합 에이전트 개발 언어는 고수준 지식 표현 언어와 범용 언어의 결합에 관련된 문제점들을 극복한다. 둘째, 퉁합 에이전트 개발 언어 는 규칙 기반 전문가 시스템 녤(rule-based expert system shell)의 기능올 포함한다. 따라서 전문가 시스 탬과 같은 전퉁적인 지식 기반 시스템들의 웅용 분야 에 활용될 수 있다. 싯째, 통합 에이전트 개발 언어는 다양하고 됴율적인 에이전트 통신 명렴둘율 제공한다. 따라서 분산 환경에서 동작하는 다중 에이전트 시스템 들의 구축에 활ㅇ8ㅇ될 수 있다. 넷째, INAS 버전 2의 퉁 합 예이전트 구축 언어는 지능형 다중 에이전트 시스 템의 구축애 필요한 다양한 기능들올 밀접히 통합된 방식으로 제궁하며, 반복, 조전 분기, 입출력 둥의 다양 한 제어 구조 및 규칙, 절차, 객체와 같은 다양한 프로 그래밍 패러다임둘을 졔공하므로 개발자에게 옹용 분 야의 필요에 따라 적합한 기능둘과 패러다임울 선택하 여 사용할 수 있도록 해준다. 다섯째, 퉁합 에이전트 구축 언어는 확장성을 제공하므로 새로운 웅용 분야에 서 필요로 하는 새로운 기능을 쉽게 추가할 수 있다.

INAS 버전 2 의 문제점돌로는 INAS 가 참조하는 FIPA 에이전트 참조 모델에 관련된 기능들 중에 특히 에이전트 생명 주기에 관련된 기능들의 구현이 부족하 다는 것과 다중 에이전트 환경에서의 예이전트간의 쵸 과젹 협력을 위한 작업 분배나 계획 수립 매커니즘이 미흡하다는 점을 들 수 있다. 향후 연구로는 그런 문 제점들의 해결 및 전자 상거래률 위한 트랜잭션 처리 기능과 같은 특색있는 기능올 갖는 에이전트 뉼로 발 전시키기 위한 작업둥이 필요하다. 지능형 애이전트의 이론적 모멸에 대한 탐색도 필요하다. 효과적으로 구 현둴 수 있는 지능형 에이전트 구축 언어 모델에 대한

연구가 부족하다고 사료된다.
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